ASSEMBLY LANGUAGE NOTATION

Assembly language notation is another type of notation to represent machine instructions and programs. A generic instruction to transfer content of a memory location LOC to processor register R1 can be specified by the statement

Load R1, LOC

The contents of LOC are unchanged by the execution of the instruction, but the old contents of register R1 are overwritten. The name Load is appropriate for the instruction because the contents read from a memory location are loaded into a processor register.

Example 2. Adding of two numbers contained in processor register R1 and R2 and placing their sum in R3 can be specified by the assembly-language statement

Add R3, R2, R1

In this case, register R1 and R2 hold the source operands, while R3 is the destination.

The English words Load and Add are used to denote the required operations. In the assembly-language instructions of actual (commercial) processors, such operations are defined by using mnemonics, which are typically abbreviations of the words describing the operations. For example, the operation Load may be written as LD, while the operation Store, which transfers a word from a processor register to the memory, may be written as STR or ST. Assembly languages for different processors often use different mnemonics for a given operation.

What is Assembly Language?

Each personal computer has a microprocessor that manages the computer's arithmetical, logical, and control activities.

Each family of processors has its own set of instructions for handling various operations such as getting input from keyboard, displaying information on screen and performing various other jobs. These set of instructions are called 'machine language instructions'.

A processor understands only machine language instructions, which are strings of 1's and 0's. However, machine language is too obscure and complex for using in software development. So, the low-level assembly language is designed for a specific family of processors that represents various instructions in symbolic code and a more understandable form.

Advantages of Assembly Language

Having an understanding of assembly language makes one aware of −

* How programs interface with OS, processor, and BIOS;
* How data is represented in memory and other external devices;
* How the processor accesses and executes instruction;
* How instructions access and process data;
* How a program accesses external devices.

Other advantages of using assembly language are −

* It requires less memory and execution time;
* It allows hardware-specific complex jobs in an easier way;
* It is suitable for time-critical jobs;
* It is most suitable for writing interrupt service routines and other memory resident programs.

Basic Features of PC Hardware

The main internal hardware of a PC consists of processor, memory, and registers. Registers are processor components that hold data and address. To execute a program, the system copies it from the external device into the internal memory. The processor executes the program instructions.

The fundamental unit of computer storage is a bit; it could be ON (1) or OFF (0) and a group of 8 related bits makes a byte on most of the modern computers.

So, the parity bit is used to make the number of bits in a byte odd. If the parity is even, the system assumes that there had been a parity error (though rare), which might have been caused due to hardware fault or electrical disturbance.

The processor supports the following data sizes −

* Word: a 2-byte data item
* Doubleword: a 4-byte (32 bit) data item
* Quadword: an 8-byte (64 bit) data item
* Paragraph: a 16-byte (128 bit) area
* Kilobyte: 1024 bytes
* Megabyte: 1,048,576 bytes

Addressing Data in Memory

The process through which the processor controls the execution of instructions is referred as the **fetch-decode-execute cycle** or the **execution cycle**. It consists of three continuous steps −

* Fetching the instruction from memory
* Decoding or identifying the instruction
* Executing the instruction

The processor may access one or more bytes of memory at a time. Let us consider a hexadecimal number 0725H. This number will require two bytes of memory. The high-order byte or most significant byte is 07 and the low-order byte is 25.

The processor stores data in reverse-byte sequence, i.e., a low-order byte is stored in a low memory address and a high-order byte in high memory address. So, if the processor brings the value 0725H from register to memory, it will transfer 25 first to the lower memory address and 07 to the next memory address.
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x: memory address

When the processor gets the numeric data from memory to register, it again reverses the bytes. There are two kinds of memory addresses −

* Absolute address - a direct reference of specific location.
* Segment address (or offset) - starting address of a memory segment with the offset value.

Local Environment Setup

Assembly language is dependent upon the instruction set and the architecture of the processor. In this tutorial, we focus on Intel-32 processors like Pentium. To follow this tutorial, you will need −

* An IBM PC or any equivalent compatible computer
* A copy of Linux operating system
* A copy of NASM assembler program

There are many good assembler programs, such as −

* Microsoft Assembler (MASM)
* Borland Turbo Assembler (TASM)
* The GNU assembler (GAS)

We will use the NASM assembler, as it is −

* Free. You can download it from various web sources.
* Well documented and you will get lots of information on net.
* Could be used on both Linux and Windows.

An assembly program can be divided into three sections −

* The **data** section,
* The **bss** section, and
* The **text** section.

The *data* Section

The **data** section is used for declaring initialized data or constants. This data does not change at runtime. You can declare various constant values, file names, or buffer size, etc., in this section.

The syntax for declaring data section is −

section.data

The *bss* Section

The **bss** section is used for declaring variables. The syntax for declaring bss section is −

section.bss

Comments

Assembly language comment begins with a semicolon (;). It may contain any printable character including blank. It can appear on a line by itself, like −

; This program displays a message on screen

or, on the same line along with an instruction, like −

add eax, ebx ; adds ebx to eax

Assembly Language Statements

Assembly language programs consist of three types of statements −

* Executable instructions or instructions,
* Assembler directives or pseudo-ops, and
* Macros.

The **executable instructions** or simply **instructions** tell the processor what to do. Each instruction consists of an **operation code** (opcode). Each executable instruction generates one machine language instruction.

The **assembler directives** or **pseudo-ops** tell the assembler about the various aspects of the assembly process. These are non-executable and do not generate machine language instructions.

**Macros** are basically a text substitution mechanism.

Syntax of Assembly Language Statements

Assembly language statements are entered one statement per line. Each statement follows the following format −

[label] mnemonic [operands] [;comment]

The fields in the square brackets are optional. A basic instruction has two parts, the first one is the name of the instruction (or the mnemonic), which is to be executed, and the second are the operands or the parameters of the command.

Following are some examples of typical assembly language statements −

INC COUNT ; Increment the memory variable COUNT

MOV TOTAL, 48 ; Transfer the value 48 in the

; memory variable TOTAL

ADD AH, BH ; Add the content of the

; BH register into the AH register

AND MASK1, 128 ; Perform AND operation on the

; variable MASK1 and 128

ADD MARKS, 10 ; Add 10 to the variable MARKS

MOV AL, 10 ; Transfer the value 10 to the AL register

**Assembly - Memory Segments**

We have already discussed the three sections of an assembly program. These sections represent various memory segments as well.

Memory Segments

A segmented memory model divides the system memory into groups of independent segments referenced by pointers located in the segment registers. Each segment is used to contain a specific type of data. One segment is used to contain instruction codes, another segment stores the data elements, and a third segment keeps the program stack.

In the light of the above discussion, we can specify various memory segments as −

* **Data segment** − It is represented by **.data** section and the **.bss**. The .data section is used to declare the memory region, where data elements are stored for the program. This section cannot be expanded after the data elements are declared, and it remains static throughout the program.

The .bss section is also a static memory section that contains buffers for data to be declared later in the program. This buffer memory is zero-filled.

* **Code segment** − It is represented by **.text** section. This defines an area in memory that stores the instruction codes. This is also a fixed area.
* **Stack** − This segment contains data values passed to functions and procedures within the program.

**Assembly - Registers**

Processor operations mostly involve processing data. This data can be stored in memory and accessed from thereon. However, reading data from and storing data into memory slows down the processor, as it involves complicated processes of sending the data request across the control bus and into the memory storage unit and getting the data through the same channel.

To speed up the processor operations, the processor includes some internal memory storage locations, called **registers**.

The registers store data elements for processing without having to access the memory. A limited number of registers are built into the processor chip.

Processor Registers

There are ten 32-bit and six 16-bit processor registers in IA-32 architecture. The registers are grouped into three categories −

* General registers,
* Control registers, and
* Segment registers.

The general registers are further divided into the following groups −

* Data registers,
* Pointer registers, and
* Index registers.

Data Registers

Four 32-bit data registers are used for arithmetic, logical, and other operations. These 32-bit registers can be used in three ways −

* As complete 32-bit data registers: EAX, EBX, ECX, EDX.
* Lower halves of the 32-bit registers can be used as four 16-bit data registers: AX, BX, CX and DX.
* Lower and higher halves of the above-mentioned four 16-bit registers can be used as eight 8-bit data registers: AH, AL, BH, BL, CH, CL, DH, and DL.

![Data Registers](data:image/jpeg;base64,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)

Some of these data registers have specific use in arithmetical operations.

**AX is the primary accumulator**; it is used in input/output and most arithmetic instructions. For example, in multiplication operation, one operand is stored in EAX or AX or AL register according to the size of the operand.

**BX is known as the base register**, as it could be used in indexed addressing.

**CX is known as the count register**, as the ECX, CX registers store the loop count in iterative operations.

**DX is known as the data register**. It is also used in input/output operations. It is also used with AX register along with DX for multiply and divide operations involving large values.

Pointer Registers

The pointer registers are 32-bit EIP, ESP, and EBP registers and corresponding 16-bit right portions IP, SP, and BP. There are three categories of pointer registers −

* **Instruction Pointer (IP)** − The 16-bit IP register stores the offset address of the next instruction to be executed. IP in association with the CS register (as CS:IP) gives the complete address of the current instruction in the code segment.
* **Stack Pointer (SP)** − The 16-bit SP register provides the offset value within the program stack. SP in association with the SS register (SS:SP) refers to be current position of data or address within the program stack.
* **Base Pointer (BP)** − The 16-bit BP register mainly helps in referencing the parameter variables passed to a subroutine. The address in SS register is combined with the offset in BP to get the location of the parameter. BP can also be combined with DI and SI as base register for special addressing.
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Index Registers

The 32-bit index registers, ESI and EDI, and their 16-bit rightmost portions. SI and DI, are used for indexed addressing and sometimes used in addition and subtraction. There are two sets of index pointers −

* **Source Index (SI)** − It is used as source index for string operations.
* **Destination Index (DI)** − It is used as destination index for string operations.
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Control Registers

The 32-bit instruction pointer register and the 32-bit flags register combined are considered as the control registers.

Many instructions involve comparisons and mathematical calculations and change the status of the flags and some other conditional instructions test the value of these status flags to take the control flow to other location.

The common flag bits are:

The common flag bits are:

* **Overflow Flag (OF)** − It indicates the overflow of a high-order bit (leftmost bit) of data after a signed arithmetic operation.
* **Direction Flag (DF)** − It determines left or right direction for moving or comparing string data. When the DF value is 0, the string operation takes left-to-right direction and when the value is set to 1, the string operation takes right-to-left direction.
* **Interrupt Flag (IF)** − It determines whether the external interrupts like keyboard entry, etc., are to be ignored or processed. It disables the external interrupt when the value is 0 and enables interrupts when set to 1.
* **Trap Flag (TF)** − It allows setting the operation of the processor in single-step mode. The DEBUG program we used sets the trap flag, so we could step through the execution one instruction at a time.
* **Sign Flag (SF)** − It shows the sign of the result of an arithmetic operation. This flag is set according to the sign of a data item following the arithmetic operation. The sign is indicated by the high-order of leftmost bit. A positive result clears the value of SF to 0 and negative result sets it to 1.
* **Zero Flag (ZF)** − It indicates the result of an arithmetic or comparison operation. A nonzero result clears the zero flag to 0, and a zero result sets it to 1.
* **Auxiliary Carry Flag (AF)** − It contains the carry from bit 3 to bit 4 following an arithmetic operation; used for specialized arithmetic. The AF is set when a 1-byte arithmetic operation causes a carry from bit 3 into bit 4.
* **Parity Flag (PF)** − It indicates the total number of 1-bits in the result obtained from an arithmetic operation. An even number of 1-bits clears the parity flag to 0 and an odd number of 1-bits sets the parity flag to 1.
* **Carry Flag (CF)** − It contains the carry of 0 or 1 from a high-order bit (leftmost) after an arithmetic operation. It also stores the contents of last bit of a *shift* or *rotate* operation.

The following table indicates the position of flag bits in the 16-bit Flags register:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Flag:** |  |  |  |  | O | D | I | T | S | Z |  | A |  | P |  | C |
| **Bit no:** | 15 | 14 | 13 | 12 | 11 | 10 | 9 | 8 | 7 | 6 | 5 | 4 | 3 | 2 | 1 | 0 |

Segment Registers

Segments are specific areas defined in a program for containing data, code and stack. There are three main segments −

* **Code Segment** − It contains all the instructions to be executed. A 16-bit Code Segment register or CS register stores the starting address of the code segment.
* **Data Segment** − It contains data, constants and work areas. A 16-bit Data Segment register or DS register stores the starting address of the data segment.
* **Stack Segment** − It contains data and return addresses of procedures or subroutines. It is implemented as a 'stack' data structure. The Stack Segment register or SS register stores the starting address of the stack.

Apart from the DS, CS and SS registers, there are other extra segment registers - ES (extra segment), FS and GS, which provide additional segments for storing data.

In assembly programming, a program needs to access the memory locations. All memory locations within a segment are relative to the starting address of the segment. A segment begins in an address evenly divisible by 16 or hexadecimal 10. So, the rightmost hex digit in all such memory addresses is 0, which is not generally stored in the segment registers.

The segment registers stores the starting addresses of a segment. To get the exact location of data or instruction within a segment, an offset value (or displacement) is required. To reference any memory location in a segment, the processor combines the segment address in the segment register with the offset value of the location.

**Assembly - System Calls**

System calls are APIs for the interface between the user space and the kernel space. We have already used the system calls. sys\_write and sys\_exit, for writing into the screen and exiting from the program, respectively.

Linux System Calls

You can make use of Linux system calls in your assembly programs. You need to take the following steps for using Linux system calls in your program −

* Put the system call number in the EAX register.
* Store the arguments to the system call in the registers EBX, ECX, etc.
* Call the relevant interrupt (80h).
* The result is usually returned in the EAX register.

There are six registers that store the arguments of the system call used. These are the EBX, ECX, EDX, ESI, EDI, and EBP. These registers take the consecutive arguments, starting with the EBX register. If there are more than six arguments, then the memory location of the first argument is stored in the EBX register.

The following code snippet shows the use of the system call sys\_exit −

mov eax,1 ; system call number (sys\_exit)

int 0x80 ; call kernel

The following code snippet shows the use of the system call sys\_write −

mov edx,4 ; message length

mov ecx,msg ; message to write

mov ebx,1 ; file descriptor (stdout)

mov eax,4 ; system call number (sys\_write)

int 0x80 ; call kernel

All the syscalls are listed in */usr/include/asm/unistd.h*, together with their numbers (the value to put in EAX before you call int 80h).

The following table shows some of the system calls used in this tutorial −

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **%eax** | **Name** | **%ebx** | **%ecx** | **%edx** | **%esx** | **%edi** |
| 1 | sys\_exit | int | - | - | - | - |
| 2 | sys\_fork | struct pt\_regs | - | - | - | - |
| 3 | sys\_read | unsigned int | char \* | size\_t | - | - |
| 4 | sys\_write | unsigned int | const char \* | size\_t | - | - |
| 5 | sys\_open | const char \* | int | int | - | - |
| 6 | sys\_close | unsigned int | - | - | - | - |

**Assembly - Addressing Modes**

Most assembly language instructions require operands to be processed. An operand address provides the location, where the data to be processed is stored. Some instructions do not require an operand, whereas some other instructions may require one, two, or three operands.

When an instruction requires two operands, the first operand is generally the destination, which contains data in a register or memory location and the second operand is the source. Source contains either the data to be delivered (immediate addressing) or the address (in register or memory) of the data. Generally, the source data remains unaltered after the operation.

The three basic modes of addressing are −

* Register addressing
* Immediate addressing
* Memory addressing

Register Addressing

In this addressing mode, a register contains the operand. Depending upon the instruction, the register may be the first operand, the second operand or both.

For example,

MOV DX, TAX\_RATE ; Register in first operand

MOV COUNT, CX ; Register in second operand

MOV EAX, EBX ; Both the operands are in registers

As processing data between registers does not involve memory, it provides fastest processing of data.

Immediate Addressing

An immediate operand has a constant value or an expression. When an instruction with two operands uses immediate addressing, the first operand may be a register or memory location, and the second operand is an immediate constant. The first operand defines the length of the data.

For example,

BYTE\_VALUE DB 150 ; A byte value is defined

WORD\_VALUE DW 300 ; A word value is defined

ADD BYTE\_VALUE, 65 ; An immediate operand 65 is added

MOV AX, 45H ; Immediate constant 45H is transferred to AX

Direct Memory Addressing

When operands are specified in memory addressing mode, direct access to main memory, usually to the data segment, is required. This way of addressing results in slower processing of data. To locate the exact location of data in memory, we need the segment start address, which is typically found in the DS register and an offset value. This offset value is also called **effective address**.

In direct addressing mode, the offset value is specified directly as part of the instruction, usually indicated by the variable name. The assembler calculates the offset value and maintains a symbol table, which stores the offset values of all the variables used in the program.

In direct memory addressing, one of the operands refers to a memory location and the other operand references a register.

For example,

ADD BYTE\_VALUE, DL ; Adds the register in the memory location

MOV BX, WORD\_VALUE ; Operand from the memory is added to register

Direct-Offset Addressing

This addressing mode uses the arithmetic operators to modify an address. For example, look at the following definitions that define tables of data −

BYTE\_TABLE DB 14, 15, 22, 45 ; Tables of bytes

WORD\_TABLE DW 134, 345, 564, 123 ; Tables of words

The following operations access data from the tables in the memory into registers −

MOV CL, BYTE\_TABLE[2] ; Gets the 3rd element of the BYTE\_TABLE

MOV CL, BYTE\_TABLE + 2 ; Gets the 3rd element of the BYTE\_TABLE

MOV CX, WORD\_TABLE[3] ; Gets the 4th element of the WORD\_TABLE

MOV CX, WORD\_TABLE + 3 ; Gets the 4th element of the WORD\_TABLE

Indirect Memory Addressing

This addressing mode utilizes the computer's ability of *Segment: Offset* addressing. Generally, the base registers EBX, EBP (or BX, BP) and the index registers (DI, SI), coded within square brackets for memory references, are used for this purpose.

Indirect addressing is generally used for variables containing several elements like, arrays. Starting address of the array is stored in, say, the EBX register.

The following code snippet shows how to access different elements of the variable.

MY\_TABLE TIMES 10 DW 0 ; Allocates 10 words (2 bytes) each initialized to 0

MOV EBX, [MY\_TABLE] ; Effective Address of MY\_TABLE in EBX

MOV [EBX], 110 ; MY\_TABLE[0] = 110

ADD EBX, 2 ; EBX = EBX +2

MOV [EBX], 123 ; MY\_TABLE[1] = 123

The MOV Instruction

We have already used the MOV instruction that is used for moving data from one storage space to another. The MOV instruction takes two operands.

Syntax

The syntax of the MOV instruction is −

MOV destination, source

The MOV instruction may have one of the following five forms −

MOV register, register

MOV register, immediate

MOV memory, immediate

MOV register, memory

MOV memory, register

Please note that −

* Both the operands in MOV operation should be of same size
* The value of source operand remains unchanged

The MOV instruction causes ambiguity at times. For example, look at the statements −

MOV EBX, [MY\_TABLE] ; Effective Address of MY\_TABLE in EBX

MOV [EBX], 110 ; MY\_TABLE[0] = 110

It is not clear whether you want to move a byte equivalent or word equivalent of the number 110. In such cases, it is wise to use a **type specifier**.

Following table shows some of the common type specifiers −

|  |  |
| --- | --- |
| **Type Specifier** | **Bytes addressed** |
| BYTE | 1 |
| WORD | 2 |
| DWORD | 4 |
| QWORD | 8 |
| TBYTE | 10 |

**Allocating Storage Space for Initialized Data**

**The syntax for storage allocation statement for initialized data is −**

**[variable-name] define-directive initial-value [,initial-value]...**

**Where, *variable-name* is the identifier for each storage space. The assembler associates an offset value for each variable name defined in the data segment.**

**There are five basic forms of the define directive −**

|  |  |  |
| --- | --- | --- |
| **Directive** | **Purpose** | **Storage Space** |
| **DB** | **Define Byte** | **allocates 1 byte** |
| **DW** | **Define Word** | **allocates 2 bytes** |
| **DD** | **Define Doubleword** | **allocates 4 bytes** |
| **DQ** | **Define Quadword** | **allocates 8 bytes** |
| **DT** | **Define Ten Bytes** | **allocates 10 bytes** |

**Following are some examples of using define directives −**

**choice DB 'y'**

**number DW 12345**

**neg\_number DW -12345**

**big\_number DQ 123456789**

**real\_number1 DD 1.234**

**real\_number2 DQ 123.456**

**Please note that −**

* **Each byte of character is stored as its ASCII value in hexadecimal.**
* **Each decimal value is automatically converted to its 16-bit binary equivalent and stored as a hexadecimal number.**
* **Processor uses the little-endian byte ordering.**
* **Negative numbers are converted to its 2's complement representation.**
* **Short and long floating-point numbers are represented using 32 or 64 bits, respectively.**

Allocating Storage Space for Uninitialized Data

The reserve directives are used for reserving space for uninitialized data. The reserve directives take a single operand that specifies the number of units of space to be reserved. Each define directive has a related reserve directive.

There are five basic forms of the reserve directive −

|  |  |
| --- | --- |
| **Directive** | **Purpose** |
| RESB | Reserve a Byte |
| RESW | Reserve a Word |
| RESD | Reserve a Doubleword |
| RESQ | Reserve a Quadword |
| REST | Reserve a Ten Bytes |

Multiple Definitions

You can have multiple data definition statements in a program. For example −

choice DB 'Y' ;ASCII of y = 79H

number1 DW 12345 ;12345D = 3039H

number2 DD 12345679 ;123456789D = 75BCD15H

The assembler allocates contiguous memory for multiple variable definitions.

Multiple Initializations

The TIMES directive allows multiple initializations to the same value. For example, an array named marks of size 9 can be defined and initialized to zero using the following statement −

marks TIMES 9 DW 0

The TIMES directive is useful in defining arrays and tables.

**Assembly - Constants**

There are several directives provided by NASM that define constants. We have already used the EQU directive in previous chapters. We will particularly discuss three directives −

* EQU
* %assign
* %define

The EQU Directive

The **EQU** directive is used for defining constants. The syntax of the EQU directive is as follows −

CONSTANT\_NAME EQU expression

For example,

TOTAL\_STUDENTS equ 50

You can then use this constant value in your code, like −

mov ecx, TOTAL\_STUDENTS

cmp eax, TOTAL\_STUDENTS

The operand of an EQU statement can be an expression −

LENGTH equ 20

WIDTH equ 10

AREA equ length \* width

Above code segment would define AREA as 200.

The %assign Directive

The **%assign** directive can be used to define numeric constants like the EQU directive. This directive allows redefinition. For example, you may define the constant TOTAL as −

%assign TOTAL 10

Later in the code, you can redefine it as −

%assign TOTAL 20

This directive is case-sensitive.

The %define Directive

The **%define** directive allows defining both numeric and string constants. This directive is similar to the #define in C. For example, you may define the constant PTR as −

%define PTR [EBP+4]

The above code replaces *PTR* by [EBP+4].

This directive also allows redefinition and it is case-sensitive.

**Assembly - Arithmetic Instructions**

The INC Instruction

The INC instruction is used for incrementing an operand by one. It works on a single operand that can be either in a register or in memory.

Syntax

The INC instruction has the following syntax −

INC destination

The operand *destination* could be an 8-bit, 16-bit or 32-bit operand.

Example

INC EBX ; Increments 32-bit register

INC DL ; Increments 8-bit register

INC [count] ; Increments the count variable

The DEC Instruction

The DEC instruction is used for decrementing an operand by one. It works on a single operand that can be either in a register or in memory.

Syntax

The DEC instruction has the following syntax −

DEC destination

The operand *destination* could be an 8-bit, 16-bit or 32-bit operand.

Example

segment .data

count dw 0

value db 15

segment .text

inc [count]

dec [value]

mov ebx, count

inc word [ebx]

mov esi, value

dec byte [esi]

The ADD and SUB Instructions

The ADD and SUB instructions are used for performing simple addition/subtraction of binary data in byte, word and doubleword size, i.e., for adding or subtracting 8-bit, 16-bit or 32-bit operands, respectively.

Syntax

The ADD and SUB instructions have the following syntax −

ADD/SUB destination, source

The ADD/SUB instruction can take place between −

* Register to register
* Memory to register
* Register to memory
* Register to constant data
* Memory to constant data

However, like other instructions, memory-to-memory operations are not possible using ADD/SUB instructions. An ADD or SUB operation sets or clears the overflow and carry flags.

The MUL/IMUL Instruction

There are two instructions for multiplying binary data. The MUL (Multiply) instruction handles unsigned data and the IMUL (Integer Multiply) handles signed data. Both instructions affect the Carry and Overflow flag.

Syntax

The syntax for the MUL/IMUL instructions is as follows −

MUL/IMUL multiplier

Multiplicand in both cases will be in an accumulator, depending upon the size of the multiplicand and the multiplier and the generated product is also stored in two registers depending upon the size of the operands. Following section explains MUL instructions with three different cases −

|  |  |
| --- | --- |
| **Sr.No.** | **Scenarios** |
| 1 | **When two bytes are multiplied −**  The multiplicand is in the AL register, and the multiplier is a byte in the memory or in another register. The product is in AX. High-order 8 bits of the product is stored in AH and the low-order 8 bits are stored in AL.  Arithmetic1 |
| 2 | **When two one-word values are multiplied −**  The multiplicand should be in the AX register, and the multiplier is a word in memory or another register. For example, for an instruction like MUL DX, you must store the multiplier in DX and the multiplicand in AX.  The resultant product is a doubleword, which will need two registers. The high-order (leftmost) portion gets stored in DX and the lower-order (rightmost) portion gets stored in AX.  Arithmetic2 |
| 3 | **When two doubleword values are multiplied −**  When two doubleword values are multiplied, the multiplicand should be in EAX and the multiplier is a doubleword value stored in memory or in another register. The product generated is stored in the EDX:EAX registers, i.e., the high order 32 bits gets stored in the EDX register and the low order 32-bits are stored in the EAX register.  Arithmetic3 |

Example

MOV AL, 10

MOV DL, 25

MUL DL

...

MOV DL, 0FFH ; DL= -1

MOV AL, 0BEH ; AL = -66

IMUL DL

The DIV/IDIV Instructions

The division operation generates two elements - a **quotient** and a **remainder**. In case of multiplication, overflow does not occur because double-length registers are used to keep the product. However, in case of division, overflow may occur. The processor generates an interrupt if overflow occurs.

The DIV (Divide) instruction is used for unsigned data and the IDIV (Integer Divide) is used for signed data.

Syntax

The format for the DIV/IDIV instruction −

DIV/IDIV divisor

The dividend is in an accumulator. Both the instructions can work with 8-bit, 16-bit or 32-bit operands. The operation affects all six status flags. Following section explains three cases of division with different operand size −

|  |  |
| --- | --- |
| **Sr.No.** | **Scenarios** |
| 1 | **When the divisor is 1 byte −**  The dividend is assumed to be in the AX register (16 bits). After division, the quotient goes to the AL register and the remainder goes to the AH register.  Arithmetic4 |
| 2 | **When the divisor is 1 word −**  The dividend is assumed to be 32 bits long and in the DX:AX registers. The high-order 16 bits are in DX and the low-order 16 bits are in AX. After division, the 16-bit quotient goes to the AX register and the 16-bit remainder goes to the DX register.  Arithmetic5 |
| 3 | **When the divisor is doubleword −**  The dividend is assumed to be 64 bits long and in the EDX:EAX registers. The high-order 32 bits are in EDX and the low-order 32 bits are in EAX. After division, the 32-bit quotient goes to the EAX register and the 32-bit remainder goes to the EDX register.  Arithmetic6 |

**Assembly - Logical Instructions**

The processor instruction set provides the instructions AND, OR, XOR, TEST, and NOT Boolean logic, which tests, sets, and clears the bits according to the need of the program.

The format for these instructions −

|  |  |  |
| --- | --- | --- |
| **Sr.No.** | **Instruction** | **Format** |
| 1 | AND | AND operand1, operand2 |
| 2 | OR | OR operand1, operand2 |
| 3 | XOR | XOR operand1, operand2 |
| 4 | TEST | TEST operand1, operand2 |
| 5 | NOT | NOT operand1 |

The first operand in all the cases could be either in register or in memory. The second operand could be either in register/memory or an immediate (constant) value. However, memory-to-memory operations are not possible. These instructions compare or match bits of the operands and set the CF, OF, PF, SF and ZF flags.

The AND Instruction

The AND instruction is used for supporting logical expressions by performing bitwise AND operation. The bitwise AND operation returns 1, if the matching bits from both the operands are 1, otherwise it returns 0. For example −

Operand1: 0101

Operand2: 0011

----------------------------

After AND -> Operand1: 0001

The AND operation can be used for clearing one or more bits. For example, say the BL register contains 0011 1010. If you need to clear the high-order bits to zero, you AND it with 0FH.

AND BL, 0FH ; This sets BL to 0000 1010

Let's take up another example. If you want to check whether a given number is odd or even, a simple test would be to check the least significant bit of the number. If this is 1, the number is odd, else the number is even.

Assuming the number is in AL register, we can write −

AND AL, 01H ; ANDing with 0000 0001

JZ EVEN\_NUMBER

The OR Instruction

The OR instruction is used for supporting logical expression by performing bitwise OR operation. The bitwise OR operator returns 1, if the matching bits from either or both operands are one. It returns 0, if both the bits are zero.

For example,

Operand1: 0101

Operand2: 0011

----------------------------

After OR -> Operand1: 0111

The OR operation can be used for setting one or more bits. For example, let us assume the AL register contains 0011 1010, you need to set the four low-order bits, you can OR it with a value 0000 1111, i.e., FH.

OR BL, 0FH ; This sets BL to 0011 1111

The XOR Instruction

The XOR instruction implements the bitwise XOR operation. The XOR operation sets the resultant bit to 1, if and only if the bits from the operands are different. If the bits from the operands are same (both 0 or both 1), the resultant bit is cleared to 0.

For example,

Operand1: 0101

Operand2: 0011

----------------------------

After XOR -> Operand1: 0110

**XORing** an operand with itself changes the operand to **0**. This is used to clear a register.

XOR EAX, EAX

The TEST Instruction

The TEST instruction works same as the AND operation, but unlike AND instruction, it does not change the first operand. So, if we need to check whether a number in a register is even or odd, we can also do this using the TEST instruction without changing the original number.

TEST AL, 01H

JZ EVEN\_NUMBER

The NOT Instruction

The NOT instruction implements the bitwise NOT operation. NOT operation reverses the bits in an operand. The operand could be either in a register or in the memory.

For example,

Operand1: 0101 0011

After NOT -> Operand1: 1010 1100

**Assembly - Conditions**

Conditional execution in assembly language is accomplished by several looping and branching instructions. These instructions can change the flow of control in a program. Conditional execution is observed in two scenarios −

|  |  |
| --- | --- |
| **Sr.No.** | **Conditional Instructions** |
| 1 | **Unconditional jump**  This is performed by the JMP instruction. Conditional execution often involves a transfer of control to the address of an instruction that does not follow the currently executing instruction. Transfer of control may be forward, to execute a new set of instructions or backward, to re-execute the same steps. |
| 2 | **Conditional jump**  This is performed by a set of jump instructions j<condition> depending upon the condition. The conditional instructions transfer the control by breaking the sequential flow and they do it by changing the offset value in IP. |

Let us discuss the CMP instruction before discussing the conditional instructions.

CMP Instruction

The CMP instruction compares two operands. It is generally used in conditional execution. This instruction basically subtracts one operand from the other for comparing whether the operands are equal or not. It does not disturb the destination or source operands. It is used along with the conditional jump instruction for decision making.

Syntax

CMP destination, source

CMP compares two numeric data fields. The destination operand could be either in register or in memory. The source operand could be a constant (immediate) data, register or memory.

Example

CMP DX, 00 ; Compare the DX value with zero

JE L7 ; If yes, then jump to label L7

.

.

L7: ...

CMP is often used for comparing whether a counter value has reached the number of times a loop needs to be run. Consider the following typical condition −

INC EDX

CMP EDX, 10 ; Compares whether the counter has reached 10

JLE LP1 ; If it is less than or equal to 10, then jump to LP1

Unconditional Jump

As mentioned earlier, this is performed by the JMP instruction. Conditional execution often involves a transfer of control to the address of an instruction that does not follow the currently executing instruction. Transfer of control may be forward, to execute a new set of instructions or backward, to re-execute the same steps.

Syntax

The JMP instruction provides a label name where the flow of control is transferred immediately. The syntax of the JMP instruction is −

JMP label

Example

The following code snippet illustrates the JMP instruction −

MOV AX, 00 ; Initializing AX to 0

MOV BX, 00 ; Initializing BX to 0

MOV CX, 01 ; Initializing CX to 1

L20:

ADD AX, 01 ; Increment AX

ADD BX, AX ; Add AX to BX

SHL CX, 1 ; shift left CX, this in turn doubles the CX value

JMP L20 ; repeats the statements

Conditional Jump

If some specified condition is satisfied in conditional jump, the control flow is transferred to a target instruction. There are numerous conditional jump instructions depending upon the condition and data.

Following are the conditional jump instructions used on signed data used for arithmetic operations −

|  |  |  |
| --- | --- | --- |
| **Instruction** | **Description** | **Flags tested** |
| JE/JZ | Jump Equal or Jump Zero | ZF |
| JNE/JNZ | Jump not Equal or Jump Not Zero | ZF |
| JG/JNLE | Jump Greater or Jump Not Less/Equal | OF, SF, ZF |
| JGE/JNL | Jump Greater/Equal or Jump Not Less | OF, SF |
| JL/JNGE | Jump Less or Jump Not Greater/Equal | OF, SF |
| JLE/JNG | Jump Less/Equal or Jump Not Greater | OF, SF, ZF |

Following are the conditional jump instructions used on unsigned data used for logical operations −

|  |  |  |
| --- | --- | --- |
| **Instruction** | **Description** | **Flags tested** |
| JE/JZ | Jump Equal or Jump Zero | ZF |
| JNE/JNZ | Jump not Equal or Jump Not Zero | ZF |
| JA/JNBE | Jump Above or Jump Not Below/Equal | CF, ZF |
| JAE/JNB | Jump Above/Equal or Jump Not Below | CF |
| JB/JNAE | Jump Below or Jump Not Above/Equal | CF |
| JBE/JNA | Jump Below/Equal or Jump Not Above | AF, CF |

The following conditional jump instructions have special uses and check the value of flags −

|  |  |  |
| --- | --- | --- |
| **Instruction** | **Description** | **Flags tested** |
| JXCZ | Jump if CX is Zero | none |
| JC | Jump If Carry | CF |
| JNC | Jump If No Carry | CF |
| JO | Jump If Overflow | OF |
| JNO | Jump If No Overflow | OF |
| JP/JPE | Jump Parity or Jump Parity Even | PF |
| JNP/JPO | Jump No Parity or Jump Parity Odd | PF |
| JS | Jump Sign (negative value) | SF |
| JNS | Jump No Sign (positive value) | SF |

The syntax for the J<condition> set of instructions −

Example,

CMP AL, BL

JE EQUAL

CMP AL, BH

JE EQUAL

CMP AL, CL

JE EQUAL

NON\_EQUAL: ...

EQUAL: ...

**Assembly - Loops**

The JMP instruction can be used for implementing loops. For example, the following code snippet can be used for executing the loop-body 10 times.

MOV CL, 10

L1:

<LOOP-BODY>

DEC CL

JNZ L1

The processor instruction set, however, includes a group of loop instructions for implementing iteration. The basic LOOP instruction has the following syntax −

LOOP label

Where, *label* is the target label that identifies the target instruction as in the jump instructions. The LOOP instruction assumes that the **ECX register contains the loop count**. When the loop instruction is executed, the ECX register is decremented and the control jumps to the target label, until the ECX register value, i.e., the counter reaches the value zero.

The above code snippet could be written as −

mov ECX,10

l1:

<loop body>

loop l1

**Assembly - Numbers**

Numerical data is generally represented in binary system. Arithmetic instructions operate on binary data. When numbers are displayed on screen or entered from keyboard, they are in ASCII form.

ASCII Representation

In ASCII representation, decimal numbers are stored as string of ASCII characters. For example, the decimal value 1234 is stored as −

31 32 33 34H

Where, 31H is ASCII value for 1, 32H is ASCII value for 2, and so on. There are four instructions for processing numbers in ASCII representation −

* **AAA** − ASCII Adjust After Addition
* **AAS** − ASCII Adjust After Subtraction
* **AAM** − ASCII Adjust After Multiplication
* **AAD** − ASCII Adjust Before Division

These instructions do not take any operands and assume the required operand to be in the AL register.

BCD Representation

There are two types of BCD representation −

* Unpacked BCD representation
* Packed BCD representation

In unpacked BCD representation, each byte stores the binary equivalent of a decimal digit. For example, the number 1234 is stored as −

01 02 03 04H

There are two instructions for processing these numbers −

* **AAM** − ASCII Adjust After Multiplication
* **AAD** − ASCII Adjust Before Division

The four ASCII adjust instructions, AAA, AAS, AAM, and AAD, can also be used with unpacked BCD representation. In packed BCD representation, each digit is stored using four bits. Two decimal digits are packed into a byte. For example, the number 1234 is stored as −

12 34H

There are two instructions for processing these numbers −

* **DAA** − Decimal Adjust After Addition
* **DAS** − decimal Adjust After Subtraction

There is no support for multiplication and division in packed BCD representation.

**Assembly - Strings**

We have already used variable length strings in our previous examples. The variable length strings can have as many characters as required. Generally, we specify the length of the string by either of the two ways −

* Explicitly storing string length
* Using a sentinel character

We can store the string length explicitly by using the $ location counter symbol that represents the current value of the location counter. In the following example −

msg db 'Hello, world!',0xa ;our dear string

len equ $ - msg ;length of our dear string

$ points to the byte after the last character of the string variable *msg*. Therefore, ***$-msg*** gives the length of the string. We can also write

msg db 'Hello, world!',0xa ;our dear string

len equ 13 ;length of our dear string

Alternatively, you can store strings with a trailing sentinel character to delimit a string instead of storing the string length explicitly. The sentinel character should be a special character that does not appear within a string.

For example −

message DB 'I am loving it!', 0

String Instructions

Each string instruction may require a source operand, a destination operand or both. For 32-bit segments, string instructions use ESI and EDI registers to point to the source and destination operands, respectively.

For 16-bit segments, however, the SI and the DI registers are used to point to the source and destination, respectively.

There are five basic instructions for processing strings. They are −

* **MOVS** − This instruction moves 1 Byte, Word or Doubleword of data from memory location to another.
* **LODS** − This instruction loads from memory. If the operand is of one byte, it is loaded into the AL register, if the operand is one word, it is loaded into the AX register and a doubleword is loaded into the EAX register.
* **STOS** − This instruction stores data from register (AL, AX, or EAX) to memory.
* **CMPS** − This instruction compares two data items in memory. Data could be of a byte size, word or doubleword.
* **SCAS** − This instruction compares the contents of a register (AL, AX or EAX) with the contents of an item in memory.

Each of the above instruction has a byte, word, and doubleword version, and string instructions can be repeated by using a repetition prefix.

These instructions use the ES:DI and DS:SI pair of registers, where DI and SI registers contain valid offset addresses that refers to bytes stored in memory. SI is normally associated with DS (data segment) and DI is always associated with ES (extra segment).

The DS:SI (or ESI) and ES:DI (or EDI) registers point to the source and destination operands, respectively. The source operand is assumed to be at DS:SI (or ESI) and the destination operand at ES:DI (or EDI) in memory.

For 16-bit addresses, the SI and DI registers are used, and for 32-bit addresses, the ESI and EDI registers are used.

The following table provides various versions of string instructions and the assumed space of the operands.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Basic Instruction** | **Operands at** | **Byte Operation** | **Word Operation** | **Double word Operation** |
| [**MOVS**](https://www.tutorialspoint.com/assembly_programming/assembly_movs_instruction.htm) | ES:DI, DS:SI | MOVSB | MOVSW | MOVSD |
| [**LODS**](https://www.tutorialspoint.com/assembly_programming/assembly_lods_instruction.htm) | AX, DS:SI | LODSB | LODSW | LODSD |
| [**STOS**](https://www.tutorialspoint.com/assembly_programming/assembly_stos_instruction.htm) | ES:DI, AX | STOSB | STOSW | STOSD |
| [**CMPS**](https://www.tutorialspoint.com/assembly_programming/assembly_cmps_instruction.htm) | DS:SI, ES: DI | CMPSB | CMPSW | CMPSD |
| [**SCAS**](https://www.tutorialspoint.com/assembly_programming/assembly_scas_instruction.htm) | ES:DI, AX | SCASB | SCASW | SCASD |

Repetition Prefixes

The REP prefix, when set before a string instruction, for example - REP MOVSB, causes repetition of the instruction based on a counter placed at the CX register. REP executes the instruction, decreases CX by 1, and checks whether CX is zero. It repeats the instruction processing until CX is zero.

The Direction Flag (DF) determines the direction of the operation.

* Use CLD (Clear Direction Flag, DF = 0) to make the operation left to right.
* Use STD (Set Direction Flag, DF = 1) to make the operation right to left.

The REP prefix also has the following variations:

* REP: It is the unconditional repeat. It repeats the operation until CX is zero.
* REPE or REPZ: It is conditional repeat. It repeats the operation while the zero flag indicates equal/zero. It stops when the ZF indicates not equal/zero or when CX is zero.
* REPNE or REPNZ: It is also conditional repeat. It repeats the operation while the zero flag indicates not equal/zero. It stops when the ZF indicates equal/zero or when CX is decremented to zero.

**Assembly - Arrays**

We have already discussed that the data definition directives to the assembler are used for allocating storage for variables. The variable could also be initialized with some specific value. The initialized value could be specified in hexadecimal, decimal or binary form.

For example, we can define a word variable 'months' in either of the following way −

MONTHS DW 12

MONTHS DW 0CH

MONTHS DW 0110B

The data definition directives can also be used for defining a one-dimensional array. Let us define a one-dimensional array of numbers.

NUMBERS DW 34, 45, 56, 67, 75, 89

The above definition declares an array of six words each initialized with the numbers 34, 45, 56, 67, 75, 89. This allocates 2x6 = 12 bytes of consecutive memory space. The symbolic address of the first number will be NUMBERS and that of the second number will be NUMBERS + 2 and so on.

Let us take up another example. You can define an array named inventory of size 8, and initialize all the values with zero, as −

INVENTORY DW 0

DW 0

DW 0

DW 0

DW 0

DW 0

DW 0

DW 0

Which can be abbreviated as −

INVENTORY DW 0, 0 , 0 , 0 , 0 , 0 , 0 , 0

The TIMES directive can also be used for multiple initializations to the same value. Using TIMES, the INVENTORY array can be defined as:

INVENTORY TIMES 8 DW 0

**Assembly - Procedures**

Procedures or subroutines are very important in assembly language, as the assembly language programs tend to be large in size. Procedures are identified by a name. Following this name, the body of the procedure is described which performs a well-defined job. End of the procedure is indicated by a return statement.

Syntax

Following is the syntax to define a procedure −

proc\_name:

procedure body

...

ret

The procedure is called from another function by using the CALL instruction. The CALL instruction should have the name of the called procedure as an argument as shown below −

CALL proc\_name

The called procedure returns the control to the calling procedure by using the RET instruction.

Stacks Data Structure

A stack is an array-like data structure in the memory in which data can be stored and removed from a location called the 'top' of the stack. The data that needs to be stored is 'pushed' into the stack and data to be retrieved is 'popped' out from the stack. Stack is a LIFO data structure, i.e., the data stored first is retrieved last.

Assembly language provides two instructions for stack operations: PUSH and POP. These instructions have syntaxes like −

PUSH operand

POP address/register

The memory space reserved in the stack segment is used for implementing stack. The registers SS and ESP (or SP) are used for implementing the stack. The top of the stack, which points to the last data item inserted into the stack is pointed to by the SS:ESP register, where the SS register points to the beginning of the stack segment and the SP (or ESP) gives the offset into the stack segment.

The stack implementation has the following characteristics −

* Only **words** or **doublewords** could be saved into the stack, not a byte.
* The stack grows in the reverse direction, i.e., toward the lower memory address
* The top of the stack points to the last item inserted in the stack; it points to the lower byte of the last word inserted.

As we discussed about storing the values of the registers in the stack before using them for some use; it can be done in following way −

; Save the AX and BX registers in the stack

PUSH AX

PUSH BX

; Use the registers for other purpose

MOV AX, VALUE1

MOV BX, VALUE2

...

MOV VALUE1, AX

MOV VALUE2, BX

; Restore the original values

POP BX

POP AX

Example

The following program displays the entire ASCII character set. The main program calls a procedure named *display*, which displays the ASCII character set.

section .text

global \_start ;must be declared for using gcc

\_start: ;tell linker entry point

call display

mov eax,1 ;system call number (sys\_exit)

int 0x80 ;call kernel

display:

mov ecx, 256

next:

push ecx

mov eax, 4

mov ebx, 1

mov ecx, achar

mov edx, 1

int 80h

pop ecx

mov dx, [achar]

cmp byte [achar], 0dh

inc byte [achar]

loop next

ret

section .data

achar db '0'

When the above code is compiled and executed, it produces the following result −

0123456789:;<=>?@ABCDEFGHIJKLMNOPQRSTUVWXYZ[\]^\_`abcdefghijklmnopqrstuvwxyz{|}

...

...

**Assembly - Recursion**

A recursive procedure is one that calls itself. There are two kind of recursion: direct and indirect. In direct recursion, the procedure calls itself and in indirect recursion, the first procedure calls a second procedure, which in turn calls the first procedure.

Recursion could be observed in numerous mathematical algorithms. For example, consider the case of calculating the factorial of a number. Factorial of a number is given by the equation −

Fact (n) = n \* fact (n-1) for n > 0

For example: factorial of 5 is 1 x 2 x 3 x 4 x 5 = 5 x factorial of 4 and this can be a good example of showing a recursive procedure. Every recursive algorithm must have an ending condition, i.e., the recursive calling of the program should be stopped when a condition is fulfilled. In the case of factorial algorithm, the end condition is reached when n is 0.

**Assembly - Macros**

Writing a macro is another way of ensuring modular programming in assembly language.

* A macro is a sequence of instructions, assigned by a name and could be used anywhere in the program.
* In NASM, macros are defined with **%macro** and **%endmacro** directives.
* The macro begins with the %macro directive and ends with the %endmacro directive.

The Syntax for macro definition −

%macro macro\_name number\_of\_params

<macro body>

%endmacro

Where, *number\_of\_params* specifies the number parameters, *macro\_name* specifies the name of the macro.

The macro is invoked by using the macro name along with the necessary parameters. When you need to use some sequence of instructions many times in a program, you can put those instructions in a macro and use it instead of writing the instructions all the time.

For example, a very common need for programs is to write a string of characters in the screen. For displaying a string of characters, you need the following sequence of instructions −

mov edx,len ;message length

mov ecx,msg ;message to write

mov ebx,1 ;file descriptor (stdout)

mov eax,4 ;system call number (sys\_write)

int 0x80 ;call kernel

In the above example of displaying a character string, the registers EAX, EBX, ECX and EDX have been used by the INT 80H function call. So, each time you need to display on screen, you need to save these registers on the stack, invoke INT 80H and then restore the original value of the registers from the stack. So, it could be useful to write two macros for saving and restoring data.

We have observed that, some instructions like IMUL, IDIV, INT, etc., need some of the information to be stored in some particular registers and even return values in some specific register(s). If the program was already using those registers for keeping important data, then the existing data from these registers should be saved in the stack and restored after the instruction is executed.

**Assembly - File Management**

The system considers any input or output data as stream of bytes. There are three standard file streams −

* Standard input (stdin),
* Standard output (stdout), and
* Standard error (stderr).

File Descriptor

A **file descriptor** is a 16-bit integer assigned to a file as a file id. When a new file is created or an existing file is opened, the file descriptor is used for accessing the file.

File descriptor of the standard file streams - **stdin, stdout** and **stderr** are 0, 1 and 2, respectively.

File Pointer

A **file pointer** specifies the location for a subsequent read/write operation in the file in terms of bytes. Each file is considered as a sequence of bytes. Each open file is associated with a file pointer that specifies an offset in bytes, relative to the beginning of the file. When a file is opened, the file pointer is set to zero.

File Handling System Calls

The following table briefly describes the system calls related to file handling −

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **%eax** | **Name** | **%ebx** | **%ecx** | **%edx** |
| 2 | sys\_fork | struct pt\_regs | - | - |
| 3 | sys\_read | unsigned int | char \* | size\_t |
| 4 | sys\_write | unsigned int | const char \* | size\_t |
| 5 | sys\_open | const char \* | int | int |
| 6 | sys\_close | unsigned int | - | - |
| 8 | sys\_creat | const char \* | int | - |
| 19 | sys\_lseek | unsigned int | off\_t | unsigned int |

The steps required for using the system calls are same, as we discussed earlier −

* Put the system call number in the EAX register.
* Store the arguments to the system call in the registers EBX, ECX, etc.
* Call the relevant interrupt (80h).
* The result is usually returned in the EAX register.

Creating and Opening a File

For creating and opening a file, perform the following tasks −

* Put the system call sys\_creat() number 8, in the EAX register.
* Put the filename in the EBX register.
* Put the file permissions in the ECX register.

The system call returns the file descriptor of the created file in the EAX register, in case of error, the error code is in the EAX register.

Opening an Existing File

For opening an existing file, perform the following tasks −

* Put the system call sys\_open() number 5, in the EAX register.
* Put the filename in the EBX register.
* Put the file access mode in the ECX register.
* Put the file permissions in the EDX register.

The system call returns the file descriptor of the created file in the EAX register, in case of error, the error code is in the EAX register.

Among the file access modes, most commonly used are: read-only (0), write-only (1), and read-write (2).

Reading from a File

For reading from a file, perform the following tasks −

* Put the system call sys\_read() number 3, in the EAX register.
* Put the file descriptor in the EBX register.
* Put the pointer to the input buffer in the ECX register.
* Put the buffer size, i.e., the number of bytes to read, in the EDX register.

The system call returns the number of bytes read in the EAX register, in case of error, the error code is in the EAX register.

Writing to a File

For writing to a file, perform the following tasks −

* Put the system call sys\_write() number 4, in the EAX register.
* Put the file descriptor in the EBX register.
* Put the pointer to the output buffer in the ECX register.
* Put the buffer size, i.e., the number of bytes to write, in the EDX register.

The system call returns the actual number of bytes written in the EAX register, in case of error, the error code is in the EAX register.

Closing a File

For closing a file, perform the following tasks −

* Put the system call sys\_close() number 6, in the EAX register.
* Put the file descriptor in the EBX register.

The system call returns, in case of error, the error code in the EAX register.

Updating a File

For updating a file, perform the following tasks −

* Put the system call sys\_lseek () number 19, in the EAX register.
* Put the file descriptor in the EBX register.
* Put the offset value in the ECX register.
* Put the reference position for the offset in the EDX register.

The reference position could be:

* Beginning of file - value 0
* Current position - value 1
* End of file - value 2

The system call returns, in case of error, the error code in the EAX register.

Example

The following program creates and opens a file named *myfile.txt*, and writes a text 'Welcome to Tutorials Point' in this file. Next, the program reads from the file and stores the data into a buffer named *info*. Lastly, it displays the text as stored in *info*.

section .text

global \_start ;must be declared for using gcc

\_start: ;tell linker entry point

;create the file

mov eax, 8

mov ebx, file\_name

mov ecx, 0777 ;read, write and execute by all

int 0x80 ;call kernel

mov [fd\_out], eax

; write into the file

mov edx,len ;number of bytes

mov ecx, msg ;message to write

mov ebx, [fd\_out] ;file descriptor

mov eax,4 ;system call number (sys\_write)

int 0x80 ;call kernel

; close the file

mov eax, 6

mov ebx, [fd\_out]

; write the message indicating end of file write

mov eax, 4

mov ebx, 1

mov ecx, msg\_done

mov edx, len\_done

int 0x80

;open the file for reading

mov eax, 5

mov ebx, file\_name

mov ecx, 0 ;for read only access

mov edx, 0777 ;read, write and execute by all

int 0x80

mov [fd\_in], eax

;read from file

mov eax, 3

mov ebx, [fd\_in]

mov ecx, info

mov edx, 26

int 0x80

; close the file

mov eax, 6

mov ebx, [fd\_in]

int 0x80

; print the info

mov eax, 4

mov ebx, 1

mov ecx, info

mov edx, 26

int 0x80

mov eax,1 ;system call number (sys\_exit)

int 0x80 ;call kernel

section .data

file\_name db 'myfile.txt'

msg db 'Welcome to Tutorials Point'

len equ $-msg

msg\_done db 'Written to file', 0xa

len\_done equ $-msg\_done

section .bss

fd\_out resb 1

fd\_in resb 1

info resb 26

When the above code is compiled and executed, it produces the following result −

Written to file

Welcome to Tutorials Point

**Assembly - Memory Management**

The **sys\_brk()** system call is provided by the kernel, to allocate memory without the need of moving it later. This call allocates memory right behind the application image in the memory. This system function allows you to set the highest available address in the data section.

This system call takes one parameter, which is the highest memory address needed to be set. This value is stored in the EBX register.

In case of any error, sys\_brk() returns -1 or returns the negative error code itself. The following example demonstrates dynamic memory allocation.

**Assembly - Introduction**

What is Assembly Language?

Each personal computer has a microprocessor that manages the computer's arithmetical, logical, and control activities.

Each family of processors has its own set of instructions for handling various operations such as getting input from keyboard, displaying information on screen and performing various other jobs. These set of instructions are called 'machine language instructions'.

A processor understands only machine language instructions, which are strings of 1's and 0's. However, machine language is too obscure and complex for using in software development. So, the low-level assembly language is designed for a specific family of processors that represents various instructions in symbolic code and a more understandable form.

Advantages of Assembly Language

Having an understanding of assembly language makes one aware of −

* How programs interface with OS, processor, and BIOS;
* How data is represented in memory and other external devices;
* How the processor accesses and executes instruction;
* How instructions access and process data;
* How a program accesses external devices.

Other advantages of using assembly language are −

* It requires less memory and execution time;
* It allows hardware-specific complex jobs in an easier way;
* It is suitable for time-critical jobs;
* It is most suitable for writing interrupt service routines and other memory resident programs.

Basic Features of PC Hardware

The main internal hardware of a PC consists of processor, memory, and registers. Registers are processor components that hold data and address. To execute a program, the system copies it from the external device into the internal memory. The processor executes the program instructions.

The fundamental unit of computer storage is a bit; it could be ON (1) or OFF (0) and a group of 8 related bits makes a byte on most of the modern computers.

So, the parity bit is used to make the number of bits in a byte odd. If the parity is even, the system assumes that there had been a parity error (though rare), which might have been caused due to hardware fault or electrical disturbance.

The processor supports the following data sizes −

* Word: a 2-byte data item
* Doubleword: a 4-byte (32 bit) data item
* Quadword: an 8-byte (64 bit) data item
* Paragraph: a 16-byte (128 bit) area
* Kilobyte: 1024 bytes
* Megabyte: 1,048,576 bytes

Binary Number System

Every number system uses positional notation, i.e., each position in which a digit is written has a different positional value. Each position is power of the base, which is 2 for binary number system, and these powers begin at 0 and increase by 1.

‘int’ means interrupt

Int 20h ; to terminate

Int 10h; to display screen